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Abstract: This paper proposes a method for supporting software design based on comments which are usually
inserted into a source code. It is believed that a software designer often leaves hints or clues with respect to the
rationale for each module or software component as comments when he/she designs and implements software as a
source code. Comments in the source code are utilized for organizing the pieces of the codes into a tree structure
so that the overall structure of the code can be explicitly represented. Case based support is then invoked for
enabling the effective reuse of other software (source codes) based on the constructed structure for the source code,
especially at the upper process in software design. A prototype system with the method has been implemented on a
personal computer with Java language, and experiments were conducted to investigate its effectiveness. The results
indicate the effectiveness of the proposed approach.
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1 Introduction

In contrast to the rapid performance improvement
in hardware, it has often been pointed out that per-
formance improvement in software design is rather
marginal. To tackle this issue, various research efforts
have been conducted to improve the productivity of
software design. For instance, besides the widely used
sequential computation in von Neumann model, one
branch of research fields tries to pursue other com-
putation models. Functional computation model [1]
treats a program as a set of function definitions, and
conducts computation by calculating the value of the
functions. Logic programming model treats a pro-
gram as a set of logical formulas [9]. Removing side
effects, which are utilized to conduct computation in
Von Neumann model, enables to make computer pro-
grams simple and easy to debug, and thus contributes
to improving the productivity of software design. As
another research effort, component-ware [7, 10] has
been pursued to make software components replace-
able and pluggable with respect to software architec-
ture. Component-ware also contributes to improving
the productivity of software design since it facilitates
the reuse of established software components.

As for software design support, many support
tools have been developed and provided. For in-
stance, a lot of CASE (Computer Aided Software
Engineering) tools are available and widely utilized.
These tools mainly focus on automating routine works

within the framework of visual programming by pro-
viding easy to use GUI (Graphical User Interface)
interfaces [2]. These tools are useful for semi-
automated code insertion/completion and debugging,
and thus software design at the lower process can be
supported. However, compared with the support for
the lower process, decision making at the upper pro-
cess in software design has not been well supported
yet. Decision making at the upper stream is also im-
portant since it greatly affects the overall structure and
organization of software.

This paper proposes a comment-based software
design support method by utilizing comments which
are usually inserted into a source code. Our hypoth-
esis is that a software designer leaves hints or clues
with respect to the reason or rationale for each module
or component as the comments on the source codes
when he/she designs and implements software [5, 8].
Comments are utilized for organizing the pieces of
source codes into a tree structure. Based on the con-
structed structure for the source code, case based sup-
port is then invoked for enabling the effective reuse
of past software (codes), especially at the upper pro-
cess in software design. A prototype system has been
implemented with the proposed support method and
experiments have been carried out to investigate the
effectiveness of our approach.

In our approach the reason or rationale for soft-
ware design is treated as a kind of context in software
design, comments are utilized to capture the rationale
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in source codes. Utilization of designer’s overall im-
age for the artifact in design is also proposed in [13]
for web page design support. Utilization of “com-
ments” is also utilized to facilitate cooperation among
computational agents in [12].

The proposed method aims at working as an inter-
active software design support during design process
and is expected to enable the effective reuse of source
codes by exploiting the partial modules for the current
design. Admittedly the proposed support framework
seems weak as the software design support when it is
compared with the framework of automated program-
ming from the viewpoint of utilizing the formal se-
mantics of software. However, since our approach can
be utilized for software design support even if a soft-
ware designer just leaves his/her vague and nebulous
idea at the upper stream in software design as com-
ments in his/her source codes, it is expected to work
as more flexible and robust software design support.

This paper is organized as follows. Section 2 de-
scribes our framework of software design support and
the system architecture of our system. Section 3 ex-
plains the details of the support method based on com-
ments in a source code. Section 4 describes the im-
plementation of the system and reports the result of
experiments for the system. Section 5 gives brief con-
cluding remarks and indicates future directions to ex-
tend our approach.

2 A Framework of Software Design
Support

2.1 Preliminaries

In general, software design includes conceptual de-
sign, algorithm or procedure/function design, and im-
plementation into a source code. We call a set (or,
sequence) of a set (or, sequence) of machine inter-
pretable sentences as a source code in this paper.
A source code can be simply referred as a code if it
is clear from the context. A pair of a source code and
the description of the rationale for the code is referred
as software in this paper. We assume that the ratio-
nale is represented as the comments in the code. Our
method aims at supporting software design which in-
cludes conceptual design as well as implementation
into the source code. Note that our method deals with
the support for middle or small scale software design,
and it is assumed that a software designer conducts
the above process. Support for large scale software is
beyond the scope of this paper.

Designer System
construct  the 
comment structure
from the designed code

case retrieval based on
the comment structure

provide the case (both 
the retrieved code
and its comment structure) 

design a software
into the source code

revise the design
based on the provided 
code and its structure

register as a new case
(both code and structure)finished

Figure 1: Framework of Software Design Support.

2.2 Comments in Source Codes
This paper proposes to utilize the comments which are
often inserted into a source codes. The reasons for
utilizing the comments in a code for software design
support are:
◦ i). comments are inserted by the software designer,

who implemented the source code and thus should
understand the software and the source codes.

◦ ii). comments are often inserted for explaining a
specific module or function in the source code.

From i), it is likely that the reason or rationale be-
hind the software is left as a kind of hints in the com-
ments. From ii), it would be possible to effectively
reuse past codes based on the comments by partition-
ing them into several modules with specific functions.

2.3 Overview of Software Design Support
In this paper, we propose a software design support
system which utilizes comments in a source code.
Overview of support process in the proposed system
is shown in Figure 1. First, a software designer imple-
ments the tentatively designed software into a source
code and triggers the process (upper left in Figure 1).
In our approach, it is assumed that the software de-
signer is cooperative and inserts comments onto the
source code. For the code, the system constructs what
we call a comment structure based on the inserted
comments. A comment structure is defined as a tree
structure which organizes the comments. The details
of construction is explained in Section 3. After that,
the system retrieves a similar case (source code) with
respect to the comment structures, and provide them
to the designer. Here, a case is defined as a pair of
a source code and the corresponding comment struc-
ture.

If the retrieved code is similar to the currently de-
signed one, then the user (in this paper, a user plays
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Figure 2: System Architecture.

the role of software designer) carries on the current
software design by referring to it. If not, the user con-
jectures the difference between the retrieved software
and the currently designed one in terms of the com-
ment structure, and modifies the code as well as the
comments. The above processes are repeated interac-
tively between the designer and the system in order to
gradually brush up the designed software.

Our system aims at supporting a software de-
signer in the following situations:
• the designer has his/her clear image for software de-

sign, but he/she wants to consult other concrete ex-
amples (codes) in order to realize it.

• the designer is familiar with the details of imple-
mentation, but he/she wants to consult how various
modules are organized in other source code consis-
tently.

For the former situation, the designer can utilize or
refer to the concrete code in the retrieved case. For
the latter situation, the designer can refer to the over-
all structure, not the actual implementation, in the re-
trieved case.

2.4 System Architecture
Figure 2 shows the architecture of our system. Basi-
cally, it consists of three modules:
∗ An interpretation module: this module analyzes the

current source code and organizes it into a tree struc-
ture based on the comments in it.

∗ A memory module: this module contains 1) a case
base, which stores the past designed software in con-
junction with the structure based on the comment on
the software and 2) a domain ontology with respect
to the words which are usually used as the comment

in the domain at hand.

∗ An inference module: this module contains 1) the
distance calculation module for the comment words,
2) the similarity calculation module for the com-
ment structures based on the distance, and 3) case
retrieval module from the case base.

In addition, a user interface module is provided, which
contains 1) a workspace for editing the source code
and the comment structure, and 2) a display module
to show the retrieved case.

3 A Comment based Support
Method

For organizing a source code into the corresponding
comment structure described in Section 2.3, two ap-
proaches, a syntax based approach and a semantic
based one, are utilized.

3.1 Syntax based Structuring
A software designer often inserts or arranges indents
in a source code to separate it into the functionally
meaningful chunks of sentences. Thus, the syntax
based approach exploits the indentation of sentences
in a source code. Note that indents can be inserted
into a code with respect to 1) sentence and 2) com-
ment. Although the indent of a comment can depends
on the “style” or “preference” of designers and thus
can vary depending on designers, that of a sentence
can be conceived as reflecting the role of the sentence
in the software. Thus, the indent of sentence is uti-
lized in syntax based approach. This approach deals
with:
• indent position: the position of the sentence (or, the

set of sentences) on which the comment is put.

• recursive comment: the comment which is inserted
inside the sentence with other comment.

Based on our preliminary analysis, the correspon-
dence between a comment and the set of sentences to
which the comment refer is treated as
◦ a comment beside a sentence: it refers to the set of

sentences bellow the comment.

◦ a comment on the top of a sentence: it refers to the
set of sentences until the comment with the same
indent position appears.

The comment structure is constructed by the fol-
lowing procedure:
� 1) a node is created for each comment, and a key-

word in the comment is treated as the node label.

� 2) as for a recursive comment, a tree structure is con-
structed for each nested comment, the constructed
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tree structures are treated as the subtrees of the node
for the outmost comment.

Figure 3 illustrates an example of tree structure for the
comments in a code.

// connect with database
Connection[] sqlInit() throws SQLException,ClassNotFoundException {

//DriverManager.setLogStream(System.out);
//JDBC driver
Connection cons[]={null,null};
Class.forName ("sun.jdbc.odbc.JdbcOdbcDriver");
// connect with Oracledatabase
cons[0]=DriverManager.getConnection (
"jdbc:odbc:oracletest", "SYSTEM", "MANAGER");
// connect with Accessdatabase
cons[1]=DriverManager.getConnection (

"jdbc:odbc:dream_acs", "Admin", "");
return cons;

w2}
//initialize
public void init(){

setLayout(null);

connect with database

JDBC driver

connect with Oracledatabase

connect with Accessdatabase

Figure 3: An example of tree structure with respect to
the comments in the source code.

3.2 Semantics based Structuring

When the literal words in a comment are utilized as
the node label in a comment structure, since the ex-
actly same words are rarely utilized, it gets very hard
to take matching or correspondence between com-
ment structures. One of the reasons why software
designers can understand codes despite the words in
comments vary among them is that they can utilize
domain-specific knowledge to understand the content
implied by the comments. Thus, it is necessary to in-
corporate domain-specific knowledge for the designed
software at hand into the system.

Ontologies are introduced as explicit specifica-
tion of a conceptualization [3, 4]. Semantic based ap-
proach is conducted by utilizing a domain ontology
which describes the typical vocabularies in the appli-
cation domain. Keywords are extracted from com-
ments based on the domain ontology and they are
utilized as the node labels in the comment structure.
Thus, it plays the role of normalizing the node labels
in a comment structure so that its generalization ca-
pability can be increased to enable the matching with
other structures. Figure 4 shows an example of do-
main ontology. Currently it is assumed that the vo-
cabularies are structured into a tree structure to make
the extraction of keywords from a comment simple.

transform

spectrum

mean

noise distribution

error estimate

AR model

convert

compute

calculate

execute

Figure 4: Example of Domain Ontology.

3.3 Case based Support
Case based support [6, 11] is utilized in our approach
to retrieve the past similar codes. As described in Sec-
tion 2.3, a case is defined as a pair of a source code
and the corresponding comment structure. A software
designer can refer to the past similar codes with re-
spect to the organization of the codes in terms of the
inserted comments. Case retrieval is conducted by
defining the distance between the comment structures.
Figure 5 illustrates the calculation of distance between
comment structures. The distance between comment
structures is defined as follows:
• the distance between words in the nodes is defined

as the path length between the words in the domain
ontology.

• the distance between the nodes in the comment
structure is defined as the sum of 1) the number of
lower nodes and 2) the distance between the words.

• the correspondence of nodes between comment
structures is taken as the one with the shortest dis-
tance.

• a penalty is given to the upper node in a comment
structure when it is impossible to take the corre-
sponding node in the other comment structure.

The comment structure acts as a kind of media to rep-
resent design rationale of a code, and the distance cal-
culation enables the case based support in terms of
design rationale.

4 Evaluation

4.1 Implementation
The system with the method described in Section 3
has been implemented on a personal computer with
Java language. Figure 6 shows a snapshot of Graphi-
cal User Interface (GUI) in the system1. Each window
in the figure plays the following role:

1Snapshots of the GUI includes Japanese characters since the
system was evaluated by Japanese students in our laboratory.
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Figure 5: Distance between Comment Structures.

A B

C D

Figure 6: User Interface.

◦ Program Edit Window (A): The user conducts the
coding of software in this window. By selecting
“add case” from the menu, he/she can register the
comment structure of the currently edited code in
conjunction with the code as a new case into the case
base.

◦ Comment Edit Window (B): The user can edit the
comment structure for the software in (A). In addi-
tion, he/she can retrieve similar past cases from the
case base by specifying the partial structure in this
window.

◦ Program Display Window (C): This window shows
the retrieved code from the case base.

◦ Comment Structure Display Window (D): This win-
dow shows the comment structure of the retrieved
code shown in (C).

Figure 7: A snapshot of system usage (at the initial
phase).

4.2 Experiments
Experiments were conducted to evaluate the imple-
mented system. Five Japanese students in our lab-
oratory participated in the experiment. All of them
had the knowledge and experience of programming
in C language. They were required to design a FFT
(Fast Fourier Transfer) program based on DFT (Digi-
tal Fourier Transfer) programs in the frequency anal-
ysis. Among them, two subjects had detailed knowl-
edge for the frequency analysis; the rest did not.

Figure 7 shows a snapshot of of case based sup-
port with respect to the data acquisition module based
on the comment structure at the initial phase in soft-
ware design. A Similar case was retrieved from the
case base in terms of the organization of a source code
based on the comment structures.

After completing the implementation of the as-
signed task, the subjects were asked to specify the
subjective evaluation in 5 grades (5:excellent, 1:poor)
with respect to:
◦ retrieval: the precision for the retrieval of prefer-

able cases

◦ effect: the effectiveness of the system at the initial,
middle, and final phase in software design.

◦ comprehension: to what extent the comment struc-
ture is effective to facilitate intuitive understanding
of the code.

◦ structure: to what extent the comment structure re-
flects the organization of the code.

In addition,
◦ how the system was utilized

◦ how the retrieved cases (programs) were utilized to
carry out the current software design

were also asked with a questionnaire.
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Table 1: Result of experiment (frequency analysis do-
main, subject A,B: expert, C,D,E: novice).

A B C D E Ave.
retrieval 4 2 3 4 3 3.2
effect (initial) 3 4 4 4 4 3.8
effect (middle) 4 3 2 3 2 3.0
effect (final) 4 2 2 3 2 2.6
comprehension 4 2 3 4 4 3.4
structure 4 3 4 3 3 3.4

4.3 Results
Table 1 summarizes the results of the experiment. Ta-
ble 1 indicates that the proposed system can be uti-
lized as the software design support tool at the initial
and middle phase. However, it might be not so ef-
fective in the final phase. Our current conjecture for
these results is that, referring to other similar codes is
helpful to form the overall software design at the ini-
tial or middle phase in software design. On the other
hand, since the final phase is mainly devoted to bug
fix, utilization of the system did not work well.

From the above results, it can be said that the in-
teraction with the proposed system can be helpful to
come up with the idea for the overall organization of
the designed code at the upper process in software
design The comment structure, which is constructed
based on the comments inserted into the source code,
seems to be effective to organize and represent the rea-
son or rationale behind the codes.

5 Concluding Remarks
This paper has proposed a comment-based software
design support method by utilizing comments which
are often inserted into source codes. Comments in a
source code are utilized for organizing the code into
a tree structure so that the overall structure of the
code can be explicitly represented. Case based sup-
port is utilized based on the constructed structure for
enabling the effective reuse of past codes, especially
at the upper process in software design. A prototype
system which incorporates the described method has
been implemented. The results of the experiments
are encouraging and suggest its effectiveness. As
an immediate future plan, protocol analysis and eth-
nomethodology analysis are planed to conduct more
intensive analysis of the obtained results.
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