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Abstract: The evolution of programs in order to adapt them to new needs, or to migrate them to new  environments has consequently created a new discipline called Re-engineering in the software engineering domain. Re-engineering starts with an existing system and the development process for the replacement is based on understanding and transformation of the original system. 
In the object-oriented paradigms, the crosscutting concerns such as synchronization and scheduling, are not localized in objects but rather they tend to be tangled across classes. Aspect orientation is concerned with providing mechanisms for explicitly capturing crosscutting concerns, and enhancing modularity and reuse. It builds upon previous technologies including procedural programming and object oriented programming. Aspect oriented programming AOP does for concerns that are naturally crosscutting what object oriented programming does for concerns that are naturally hierarchical. 

Therefore existing software would benefit in readability and reusability if some of their aspects were extracted from original code. This task, which is very fastidious to do manually, could be automated. In this paper, we are interested in automatic extraction of aspects from Java programs.  

We suggest an approach based on program slicing to identify the code that needs to be turned into an aspect. The slicing process is driven by the specification of the aspect to be extracted. We use AspectJ as our target language in which aspects would be described.
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1   Introduction




Software evolution is an evitable process for software systems keeping their usefulness in the real world. From a technical perspective, software re-engineering may appear to be a solution to the software evolution. Re-engineering starts with an existing system and the development process for the replacement is based on understanding and transformation of the original system. 

Software systems comprise a diverse functional and non-functional requirement, which makes them hard or even impossible to reuse and maintain. Synchronization constitutes one of the most intricate problems, because it implies concurrent threads execution, which is difficult to deal with.  A way to improve the comprehensibility and maintainability of these legacy systems is the separation of the crosscutting concerns existing in the code. Aspect oriented programming is a promising approach that provides the user the ability to modularize the representation of crosscutting concerns in order to ensure flexibility of the software system.

We are interested by re-engineering java programs.  The extraction of code, which implements crosscutting concerns will improve comprehensibility and reusability. This task, which is very fastidious to do manually, could be automated. The process for capturing aspects permits the migration of object-oriented programs to aspect oriented environments such as AspectJ[2].

In this paper, we suggest a new approach for isolating code fragments implementing non-functional abstractions such as synchronization.   This approach is based on program slicing by using the specification of the aspect to extract.

To give a clear view, we illustrate our approach by using the example of bounded buffer that implements the producer-consumer protocol. We consider a buffer component with a limited size, and we want to synchronize access to it in a multithreaded environment. In other words, there will be clients that run in different threads and access the buffer to put elements in and to get elements from. Since the buffer is a shared resource, the access of the different clients to it has to be synchronized. 








Synchronization constraints (Table1) are the main crosscutting requirements that control access to the bounded buffer.

	R1: The buffer shall have a limited capacity.

	R2: Items in the buffer shall be accessed via get and put methods.

	R3: The system shall allow more than one reader to access the buffer at the same time.

	R4: The system shall allow one writer to access the buffer at a certain time.

	R5: The buffer shall Block all requests when a writer is accessing the buffer.

	R6 :The buffer shall block get requests when it is Empty.

	R7 The buffer shall block put requests when it is Full.


Table 1. Synchronization Constraints for the bounded buffer

The synchronization aspect will be an abstract class which state synchronization constraints.

In the next section, we present our approach for extracting aspects. In the section 3, we evaluate our approach by comparing it with similar work. We terminate our paper with a conclusion.

2   The approach for aspect extraction

In this section, we introduce our approach to localize and extract aspects. It is apparent that the code related to a crosscutting concern is spread over a number of different classes. Extracting the relevant lines into a single class may enhance the modularity and maintainability of the code. Therefore, data that is used for concurrency and synchronization will be localized in abstract class aspect together with methods that access and manipulate it.

While some of hidden concerns are intuitive to identify, others have complicated patterns. So the approach uses the specification of the aspect to be localized. The identification of the micro architectural elements that constitute the skeleton of a crosscutting concern is even more important for its extraction. These cannot be achieved without the knowledge about the aspect to extract. Therefore, we suggest a program slicing approach driven by the specification of the aspect to be localized.

We would implement the bounded buffer in one piece of code, and express the synchronization aspect in a separate piece of code. The bounded buffer synchronization aspect would be a reusable piece. It would state some synchronization constraints; such as you should not put and take elements at the same time. You should wait with a put if the buffer is full, you should wait with a take if the buffer is empty. 

In the original monitor solution [11, 12, 14], more than half of the code of the methods put() and get() deals with synchronization. The basic idea is to extract synchronization conditions for statements separately from the actual application code. Otherwise, the methods put() and get() might actually be reduced to the following few lines (Fig.1).

	Void put(int x) {                 Int get() {

Buff[p]=x;                           Int x = buff[g];

p=p+1 %M                          g=g+1 %M

}                                           Return x }

Fig1. Expression of methods put and get without information on synchronization 


The process for isolating aspects is based on program slicing. Program slicing [20] is a powerful method for automatically decomposing a program by analyzing its control and data flow. In the weiser’s definition a slicing criterion of a program P is a pair <Sout, Vout>; where Sout is a statement in P and Vout is a subset of variables in P.  A slice of a program P on slicing Criterion <Sout,Vout> consists of all the statements and predicates of P that might affect the values of the variables in the Vout just before the statement Sout is executed.

However, the main problem in using program slicing for the identification of the code fragments implementing a crosscutting concern, such as synchronization, is the setting up of a suitable slicing criterion for the extraction of slices implementing a crosscutting aspect. This cannot be achieved without the knowledge on the aspect to be isolated. We suggest a specification of aspect with the format below (Fig. 2.). 

	Aspect  name: 

{

Precondition:  {Synchronized methods} <> Ø;

Postcondition: Vout ={Shared object} <> Ø;

Implies

      Point cut ={Calls to synchronized   methods};

     Advices = {Slices};

}

 Fig.2. Specification of synchronization aspect


.

Each call of a synchronized method will generate a pointcut for the aspect extracted. In the slicing criterion <Vout, Sout>, Vout will be the list of shared variables. Each statement, which defines or references shared variables in synchronized methods is candidate to be a statement in Sout. Two advices could be generated for each point cut which are before and after. The before advice is obtained by a forward slicing. But the after advice consists in the backward slice.

From the source code of the program, a static analyzer produces a program representation based on control and data flow (Fig.3).













Fig.3. The architecture of the aspect mining tool

The problem of finding aspect is based on the aspect anatomy. The slicing criterion finder uses the aspect specification for determining the Vout and Sout sets which constitutes the slicing criterion. For example, Vout contains the shared variables found in the source code. Each statement, which defines or reference shared variables in synchronized methods is candidate to be a statement Sout of the slicing criterion.

The slicing criterion constitutes the input for aspect generator, which generate for each call of synchronized methods a point cut.  Each slice constitutes an advice for a point cut.

	Aspect synchronization

{

Point cut putting(): Call bb.put(int)

Point cut getting(): Call bb.get(int)

/* Advices definition */

Before   putting  () {};

After      putting () {};

Before   getting  () {};

After     getting  () {};

}

Fig.4. Synchronization aspect for bounded buffer expressed in aspectJ


4   Related work

Diverse works have treated the aspect mining by suggesting semi automatic tools. First, Grisswold implement an aspect browser [7]. This tool use textual pattern matching. The crosscutting concerns identified are highlighted in the program files with a specific color. A second tool is Aspect mining tool AMT [8], which is a query based aspect mining. It support discovery of aspects in existing code by using a multi-modal analysis framework. It provides type based and text based analysis techniques.  The tool allows user defined queries based on type usage and regular expressions, displaying matching lines in specific colors. If a line matches more than one criterion, it will be separated into two or more differently   colored parts.

Other work uses dynamically analyze existing Java software to find aspect. The approach suggests a visualization tool for chopping and slicing called AnChoVis [9].

5   Conclusion 

This paper has presented a knowledge-based approach for identifying and extracting aspect from java programs. It is based on program slicing technique. Otherwise, the slicing criterion is calculated by using the aspect specification. This specification ives information about the micro architectural elements that constitute the skeleton of a crosscutting concern.
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